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ABSTRACT
We present LiquidCache, a novel pushdown-based disaggregated
caching system that evaluates filters on cache servers before trans-
mitting data to compute nodes. Our key observation is that data
decoding, not filter evaluation, is the primary bottleneck in exist-
ing systems. To address this challenge, we transcode Parquet data
into a lightweight “Liquid” format optimized for caching and fil-
ter evaluation. This format is co-designed with filter evaluation
semantics to enable selective decoding, late filter materialization,
and encoding-aware filter evaluation, delivering low decoding costs
while preserving high compression ratios. The “Liquid” format ex-
ists exclusively in the cache, allowing easy adoption without break-
ing ecosystem compatibility. Through integration with Apache
DataFusion and evaluation with ClickBench and TPC-H, we demon-
strate that LiquidCache reduces cache CPU time by up to 10× with-
out increasing memory footprint, and reduces network traffic by
two orders of magnitudes compared to non-pushdown systems.
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1 INTRODUCTION
Cloud-native analytical systems [6, 8, 11, 13, 26, 30, 35, 39, 63, 71]
employ compute-storage disaggregation. In this architecture, com-
pute nodes fetch data on demand from remote object stores, typ-
ically in Parquet format [37, 79] – the industry standard for ana-
lytical data. Despite disaggregation’s benefits, reading from object
stores incurs high access latency and per-request billing costs [27].

Tomitigate these costs, industry employs disaggregated caching [4,
5, 22, 28, 74] with independently scalable shared cache servers. Yet
this approach creates a critical challenge: compute and cache com-
municate via network, which is can easily become a bottleneck for
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Figure 1: Time breakdown of filter pushdown for ClickBench
Q22 –Data decoding and decompression consume over 90% of CPU
time in Parquet, while filter evaluation takes less than 10%.

analytical workloads which often transfer large amount of data.
This network bottleneck ultimately limits the cache servers to pri-
marily caching metadata rather than data [3, 4, 26, 81].

In this paper, we propose a new caching approach that leverages
filter pushdown [7, 16, 18, 23, 36, 55, 65, 75, 76] – a classic database
optimization technique – to reduce network traffic in disaggregated
caching. The approach targets low-latency analytics – dashboards,
interactive queries, LLM knowledge retrieval, and anomaly detec-
tion pipelines – where predicates typically reduce the result set
by orders of magnitude and minimizing retrival latency is a key
system goal. By pushing these filters to computationally-capable
cache servers, we can prune irrelevant data before transmitting it
over the network.

Despite this seemingly simple idea, evaluating filters on cache
servers with limited computing power creates CPU bottlenecks,
particularly when processing Parquet files. Studies show that fil-
ter pushdown to object storage even causes slowdown [51, 77].
Consequently, many cloud-native analytical systems [8, 21] have
disabled filter pushdown for Parquet files, incurring prohibitively
high network costs.

Our study reveals that the main bottleneck in filter pushdown
is data decoding – a CPU-intensive task independent of filter com-
plexity. Data decoding transforms disk-optimized data formats into
memory layouts suitable for vectorized execution. While decoding
simple linear formats like CSV or JSON is straightforward, Parquet
decoding is more complex. Parquet employs sophisticated encod-
ing schemes including nested data structures, cascading encoding,
variable-length fields, and rich metadata for optimizations like data
skipping. These features make Parquet highly efficient for storage
but significantly increase decoding complexity. As shown in Figure
1, data decoding and decompression consume over 90% of baseline
(Parquet) processing time, while actual filter evaluation takes less
than 10%.With Parquet being the predominant format for analytical
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data, cache servers must be able to decode and evaluate filters on
Parquet data efficiently.

We propose LiquidCache, an efficient pushdown-enabled cache
implemented on Apache DataFusion [41] – the state-of-the-art
analytical system for Parquet built on open standards. Our key
insight is to decouple logical data from its physical representation,
where the cache server interprets Parquet data from object storage
and gradually transcodes it into Liquid format. This Liquid format is
co-designed with the filter pushdown logic, combining techniques
like selective decoding, late filter materialization, and encoding-
aware predicate evaluation to achieve significantly lower decoding
cost than Parquet, while maintaining a similar compression ratio.

Rather than requiring a disruptive migration from Parquet to
a new file format for all object storage data – which would break
ecosystem compatibility and slow down adoption – LiquidCache
takes a more pragmatic approach. It transparently transcodes Par-
quet data into “Liquid" format as data is accessed and cached on the
server. By combining fine-grained batch-level transcoding, light-
weight encoding transformations, and asynchronous background
processing, LiquidCache hides the transcoding overhead while de-
livering seamless performance improvements. This incremental
approach allows existing systems to adopt LiquidCache without
modifying their data infrastructure and enables LiquidCache itself
to incorporate future encodings without breaking compatibility.

We performed a rigorous evaluation of LiquidCache on Click-
Bench [19, 20] and TPC-H. The results show that LiquidCache
achieves 10× lower decoding time than Parquet, 4× lower data size
than Arrow, and two orders of magnitude lower network traffic
than non-pushdown cache systems. Our contributions are:

• LiquidCache: a pushdown-enabled, disaggregated cache sys-
tem that is first-of-its-kind for cloud-native analytics built
upon production-grade systems.

• We design a novel LiquidCache format that co-designs with
filter evaluation to effectively reduce the decoding cost.

• We show that LiquidCache can leverage state-of-the-art en-
codings [1, 17, 38] without breaking the Parquet ecosystem,
allowing existing data analytical systems to benefit from our
optimizations without compatibility concerns.

• We explore the design spaces of disaggregated cache, quantify
their trade-offs using ClickBench and TPC-H, and show Liquid-
Cache achieves 10x lower CPU usage than Parquet without
increasing memory usage.

2 BACKGROUND
2.1 Cache for object storage
To reduce object storage latency, caching layers are commonly de-
ployed between compute nodes and object storage. Over time, three
main caching architectures have emerged: private cache, distributed
cache, and disaggregated cache.

The private cache is built inside each compute node, utilizing
spare memory or disk resources to cache data locally. This design is
found in research systems like Crystal [26] and industry solutions
like Amazon Redshift [6], Databricks [22], and BauPlan [70]. While
the private cache is the simplest architecture to implement and
deploy, it suffers from inefficient resource utilization since each

compute node maintains an independent cache, caching duplicate
data when nodes access the same data.

Distributed caching improves resource utilization by using dis-
tributed algorithms to connect multiple compute nodes into a
single logical cache layer. This design is found in systems like
Snowflake [74] and Alluxio [4]. While this approach eliminates
data redundancy, it often requires complex consensus protocols
to ensure data consistency across nodes. Additionally, the query
engine has to carefully migrate data among nodes to maintain data
locality and load balance. These requirements introduce signifi-
cant complexity and performance overhead compared to simpler
caching architectures.

The disaggregated cache represents a modern architectural par-
adigm that fully separates caching infrastructure from comput-
ing resources. In this design, cache servers are independent, dedi-
cated services shared across multiple compute nodes. This approach
has been adopted by major industry systems, including Google’s
Napa [3], FoundationDB [81], and Snowflake [74]. The key advan-
tage of disaggregation is independent scalability – cache capacity
can be expanded by adding memory or storage without impacting
compute resources. However, compute nodes must access the cache
over the network, which can become a performance bottleneck.
This limitation has led many systems to use a disaggregated cache
to store metadata rather than actual data.

2.2 Filter Pushdown
Filter pushdown [16, 18, 75, 76] is a classical optimization technique
in database systems that evaluates predicates early in query execu-
tion. By pushing filters closer to data sources, systems reduce data
processing and transmission volumes by discarding irrelevant rows
before they reach higher query processing layers.

Filter pushdown has evolved across multiple stages of query
execution. At the most basic level, query optimizers implement
filter pushdown as a transformation rule that moves filter operators
closer to data scanning operators in the query plan. This reduces the
volume of intermediate data processed by subsequent operators. Ad-
vanced systems push filters down to specialized storage hardware
like FPGAs [65], DPUs [34], Smart SSDs [23], and SmartNICs [36].
These hardware accelerators contain dedicated computing capa-
bilities to evaluate filters while scanning data, ensuring that only
relevant records are emitted upstream. In modern environments,
major providers have integrated filter pushdown directly into their
object storage services, e.g., Amazon S3 Select [7] and Azure Data
Lake Storage [55] allow filters to be evaluated within the storage
layer before data is transferred to compute nodes.

Despite being a classical optimization technique, filter pushdown
faces several key challenges. First, filter evaluation can be com-
putationally expensive, especially on lower-level hardware with
limited processing capabilities. Second, after filter evaluation, data
is transmitted in an uncompressed in-memory format, which can
be significantly larger than the original compressed data – even
after filtering. While re-compressing the filtered data could help,
this would place an additional computational burden on the already
resource-constrained lower-level hardware.
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2.3 Apache Parquet and Arrow
Apache Parquet is the industry standard columnar storage format
for analytical workloads. It provides advanced encoding schemes
for efficient data compression, advanced data skipping capabilities,
and extensive ecosystem support across analytics platforms. These
features make it particularly well-suited for cloud-native systems
as an open direct-access format among different analytical usages.

To work with Parquet data, query engines must first transcode
it into an in-memory format, e.g., Apache Arrow. While Arrow
was initially designed to enable zero-copy data sharing between
processes, it has become the predominant in-memory representa-
tion format for analytical processing, offering optimized layouts for
vectorized execution and standardized in-memory data exchange.

2.4 Filter pushdown on Parquet
Evaluating filters against a Parquet file involves four steps: 1. De-
code Parquet metadata to locate relevant data pages needed for filter
evaluation, 2. Decompress the data pages using general-purpose
algorithms like LZ4 or Zstd, 3. Decode the Parquet-encoded colum-
nar data into an in-memory representation, 4. Evaluate the filter
predicates against the decoded in-memory data.

As shown in Figure 1, contrary to common assumptions, filter
evaluation represents only a small fraction of the total processing
time. The dominant cost comes from transcoding Parquet data
into in-memory formats (e.g., Arrow) – a CPU-intensive operation
that has been extensively optimized [79] and must be performed
regardless of the filter predicates. This transcoding overhead is
unavoidable since filters cannot be evaluated directly on Parquet’s
compressed format. Consequently, many cloud storage systems
either do not support filter pushdown on Parquet files [8, 21, 55] or
see degraded performance when attempting it [77].

2.5 Target workloads: low latency analytics
LiquidCache targets low-latency workloads including dashboards,
anomaly detection pipelines, interactive queries, and LLM knowl-
edge retrieval that demand sub-second response time. User stud-
ies show that response times above roughly 500 ms significantly
hinder interactive exploration [50]. Unfortunately, fetching data
from object storage already incurs more than 100 ms of first-byte
latency [27], and metadata reads for formats such as Parquet of-
ten require two network round-trips before execution can even
begin. Large-scale deployments of systems like Dremel [53] and
Presto [69] report orders of magnitude slowdown when data is
accessed over the network. These observations motivate caching
techniques that minimize remote I/O and decoding overhead for
such workloads.

3 LIQUIDCACHE ARCHITECTURE
Recent research has shifted toward memory disaggregation from
compute servers [24, 33, 44, 52, 62, 64], enabling independent scal-
ing of memory and compute resources. Disaggregated caching
implements this vision by separating memory-intensive caching
from compute-intensive processing using commodity hardware.

In this architecture, both cache and compute nodes run on com-
modity elastic compute servers but with different hardware configu-
rations optimized for their roles. Cache servers are provisioned with
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Figure 2: LiquidCache architecture – LiquidCache runs on a
commodity elastic compute server, and is physically close to the
compute servers that handle query execution.

high memory and modest CPU resources, while compute servers
have high CPU andmodest memory allocations. Connected through
modern high-speed networks, this design allows multiple compute
servers to share the same cache server, with each component scaling
independently based on workload demands.

Network bandwidth between cache and compute nodes is often
a critical bottleneck. Filter pushdown addresses this by evaluating
predicates at the cache server, reducing data transmission to com-
pute nodes. These “disaggregated pushdown caches" filter data close
to storage, significantly reducing network traffic and improving
query performance.

This section presents the detailed design of LiquidCache, a novel
disaggregated pushdown cache. We first outline the core system
components and their interactions, then walk through the complete
lifecycle of query execution from initial planning to final results,
lastly discuss the caching mechanisms and policies.

3.1 System components
As shown in Figure 2, LiquidCache is a cache server that sits be-
tween compute nodes and object storage. Object storage is slow,
with first-byte latencies over 100ms [27]. In contrast, LiquidCache’s
cache hits take less than 1 ms because the cache server runs physi-
cally close to the compute nodes.

The cache server reads from any object storage provider. While
some providers allow pushdown filters to object storage, they ei-
ther do not support Parquet [55] or are slower with pushdown
enabled [77]. LiquidCache instead uses common object storage
APIs and supports any storage provider.

The cache server provisions SSD-based elastic storage to store
Parquet data retrieved from object storage. The cache server can
seamlessly provision more elastic storage without downtime when
additional storage capacity is required. The bundled CPU on the
cache server manages network communication between compute
nodes and object storage, and evaluates filters received from com-
pute nodes. However, unlike compute nodes performing computa-
tionally intensive operations, the cache server’s CPU requirements
are minimal and cost-efficient.

Communication between the cache and compute servers occurs
via Arrow Flight, a high-performance network protocol built on
gRPC. Arrow Flight enables zero-copy data transfer by allowing
compute nodes to directly interpret data from network buffers with-
out de/serialization – a major cost in data-intensive systems [78].
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Figure 3: The life of a query in LiquidCache– Step 9 transcodes
the Parquet into Liquid format in the background, allowing efficient
predicate evaluation on a cache hit.

Compute nodes send SQL queries containing pushdown filters to
the cache, which evaluates the filters and returns matching results.

The compute server functions like any standard data analytical
server. LiquidCache provides a data connector (TableProvider) that
users can easily swap in place of their existing connector. This con-
nector serves as a bridge between object storage and LiquidCache’s
caching system. Behind the scenes, the connector determines which
portions of the query plan should run on the compute server and
which should be offloaded to the cache server. Once the data is re-
ceived from the cache, it performs necessary data transformations
to convert the data into a shape that the rest of the operators expect.
With the disaggregated cache, the compute server is fully stateless
and can be deployed as a standard VM or a serverless function.

3.2 Life of a query
With a disaggregated cache, the cache server and compute server
cooperate to execute a query. As in data lake architecture [13], the
catalog server sends a pair of SQL queries and file locations (on
object storage) to the compute server. A conventional compute
server will download the data from object storage and process the
query on its own hardware. This section discusses the life of a query
of LiquidCache, as shown in Figure 3, starting from a cold cache.
1. Get schema. When the compute server receives a query and
file location, it needs to add the file’s schema to its catalog. While
traditional systems read this directly from object storage, Liquid-
Cache reads the schema from the cache server. If not already cached,
the cache server downloads Parquet metadata from object storage
and then returns the table schema to the compute server.
2. Query planning. After obtaining the schema, the compute
server generates and optimizes a query plan, pushing filter oper-
ators down to the scanning operator. LiquidCache employs stan-
dard filter pushdown strategies without introducing new rules. As
shown in Figure 1 and discussed in Section 2.4, data decoding con-
sumes over 90% of CPU time during filter operations, while filter
evaluation takes less than 10%. Given these findings, LiquidCache
prioritizes optimizing decoding rather than developing complex
filter strategies.
3. Split the query. The compute server then splits the query plan
into the data scanning operator and the remaining operators. In
Figure 3, the data scanning operator corresponds to scanning the
table with the filter “school = UW-Madison”, and the compute
operators correspond to the “DISTINCT” aggregation. LiquidCache
implements a query optimizer rule that decides which operators

should be pushed down to the cache server, and it will encode the
query plan into a protobuf message and send it to the cache server
for execution.
4. Execute the query. The cache server processes the SQL query
with an embedded query engine, first checking for liquid-encoded
data in its in-memory cache. The Liquid format (Section 4) provides
high compression ratios and efficient predicate evaluation. If not in
memory, the cache server checks its local disk cache. As a last resort,
it downloads the data from object storage. For data not already
in Liquid format, the cache server submits a background task to
transcode it, enabling efficient predicate evaluation on subsequent
cache hits. Lastly, the cache server streams the filtered results to
the compute server via Arrow Flight, processing and sending data
batches in parallel.
5. Return results. Finally, the filtered data is streamed back to
the compute server, which continues processing the remainder
of the query plan. Step 9 in Figure 3 shows that the cache server
concurrently transcodes newly fetched Parquet data into Liquid
format so that subsequent queries can evaluate predicates without
repeating the conversion.

3.3 What to pushdown?
Filters. The cache server evaluates filters referencing only columns
from the same table and containing no expensive UDF.
Projections. Column projection is always pushed down because it
is virtually free when scanning Parquet data.
Aggregations. LiquidCache pushes down inexpensive aggrega-
tions such as COUNT, SUM, AVG, MIN, and MAX. Expensive operations
like DISTINCT remain on the compute node to avoid building large
in-memory hash tables on the cache server.
Cost-based pushdown. Currently, LiquidCache always pushes
down the operators above, and more sophisticated cost-based poli-
cies [51, 77] are complementary and left for future work.

3.4 Local mode
Pushing down non-selective filters may increase network traffic
because filtered data is transferred in an uncompressed format.
LiquidCache therefore supports an optional “local mode” in which
selected tables are cached in Liquid format directly on the compute
node. In our current prototype, the user specifies which tables re-
main local; integrating automatic selection based on table statistics
is left for future work.

3.5 Cache mechanisms
Cache Parquet bytes on cache-local disk. On cache misses, the
server downloads the requested data range from object storage
based on the query and Parquet metadata. It merges multiple small
ranges into larger ones to minimize object store requests, which
are billed per request rather than by volume [27]. Users can pre-
populate the cache to avoid cold start delays. When elastic storage
fills up, the cache server either evicts the least recently used files
or expands storage without downtime. Disk space management is
outside this paper’s scope, practical deployments can choose any
caching/eviction policy, or simply provision more elastic storage.
Cache Liquid data in memory. LiquidCache caches each column
in batches of 8192 rows so that queries load only the required
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pieces. Entries are identified by file name, row group, column index,
and row number. A column-level LRU policy exploits the common
pattern that batches within a column are accessed together while
different columns are independent. Evicted batches are written to
disk using a FlatBuffers [29]-style representation to avoid future
deserialization overhead.
Data caching vs. result caching. LiquidCache caches data rather
than final/intermediate query results. Caching Liquid-encoded data
allows diverse filters to reuse the same cached blocks while avoid-
ing repeated Parquet decoding. Result caching could skip filter
evaluation, but would benefit only identical queries.
Handling new and deleted data. In a typical data-lake deploy-
ment [13], a catalog server orchestrates ingest and compaction.
LiquidCache caches at the granularity of columns within a file, so
when a file is removed from the catalog so is the corresponding liq-
uid column/file. This approach keeps the cache consistent without
a complex invalidation protocol.

4 LIQUID FORMAT
Efficient filter evaluation requires storing data in a format optimized
for filtering operations. Simply caching Parquet data is insufficient,
as it prioritizes compression ratios and sequential scan performance
over filter evaluation efficiency. Instead, LiquidCache takes a novel
approach: it caches the logical data rather than its physical repre-
sentation. This is achieved by actively interpreting data from object
storage and transcoding it into specialized physical representations
optimized for filtering operations.

4.1 Dilemma: Decoding speed vs. memory usage
Decoding consumes significant CPU cycles [38], while DRAM al-
ready accounts for nearly half of data-center cost [44]. Highly com-
pressed formats like Parquet decode slowly but use little memory,
whereas in-memory layouts such as Arrow decode instantly but
quadruple space usage. LiquidCache resolves this tension by co-
designing its encoding with the filter evaluation process. All encod-
ings permit independent decoding of each element so that values
that fail early filters are never materialized. Techniques such as
dictionary encoding and bit packing are combined in a cascade so
that only the minimal representation necessary for the current filter
stage is produced (Section 4.3).

4.2 Liquid data representation
LiquidCache combines several state-of-the-art data encoding tech-
niques for high compression ratios and efficient filter evaluation.
These include FSST [17] for string compression, FastLanes [1] for in-
teger bit-packing, and standard encoding techniques like dictionary
encoding and FoR (frame-of-reference) encoding.

This subsection presents LiquidCache’s current encoding strat-
egy. While we focus on string and integer encodings, LiquidCache
can incorporate any appropriate columnar encoding technique that
preserves independent element decodability, such as those in [38].
The system’s flexible architecture allows dynamic updates to its
encoding chain as new techniques emerge.

4.2.1 Encode strings. As shown in Figure 4, LiquidCache encodes
string arrays in three cascading steps: first use dictionary encoding
to deduplicate the strings, then use bit-packing to compress the
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Figure 4: How LiquidCache encodes string arrays – The left-
most diagram shows the Arrow string representation, it will first be
converted to dictionary encoding to eliminate the repeated strings,
and then the keys are compressed with bit-packing based on the
dictionary size, finally the dictionary is compressed with FSST en-
coding. Each of the intermediate representations can be used for
filter evaluation. The corresponding data size and transcoding time
can be found in Section 5.7.

keys, and finally use FSST encoding to compress the dictionary
values.

The key array consists of unsigned integers that reference en-
tries in the dictionary. The bit width needed to encode these keys
is determined by the dictionary size – specifically, ⌈𝑙𝑜𝑔2 (𝑛)⌉ bits
where 𝑛 is the number of unique strings. For example, with 10
unique strings, each key requires ⌈𝑙𝑜𝑔2 (10)⌉ = 4 bits. LiquidCache
leverages FastLanes [1] encoding to efficiently bit-pack these keys
using the minimal required bit width.

For dictionary value compression, LiquidCache employs FSST
encoding [17], which decomposes long strings into shorter sub-
strings and maintains a symbol table mapping these substrings to
compact codes. FSST compression’s effectiveness heavily depends
on its symbol table’s quality – optimal compression is achieved
when the symbol table is trained on the target data. However, con-
structing symbol tables is expensive, and the table itself consumes
storage space, creating a trade-off between compression ratio and
overhead. LiquidCache balances this trade-off by leveraging Par-
quet’s structure. It builds one FSST symbol table per column chunk
using the dictionary page (typically the first page) as training data.
This table is reused to compress all string arrays within that chunk,
amortizing construction cost while maintaining good compression
by training on representative data.

4.2.2 Encode integers. For integer encoding, LiquidCache com-
bines Frame-of-Reference (FoR) and bit-packing techniques. For
each integer array, LiquidCache first determines the minimum
and maximum values. The array is normalized by subtracting the
minimum value from each element to contain only non-negative
integers. This transformation is particularly beneficial for negative
numbers in 2’s complement representation. The normalized values
are then bit-packed using FastLanes encoding, similar to the dic-
tionary key encoding described earlier, except that the integer bit
width is calculated based on the range of values (max-min) rather
than the dictionary size.

4.2.3 Encode floating numbers. For floating-point columns, Liquid-
Cache adopts the ALP scheme [2]. When values are whole numbers,
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Figure 5: LiquidCache’s selective decoding compared to Par-
quet’s decoding – Parquet (left) has to decode an entire page even
if just one element is needed. LiquidCache (right) allows each ele-
ment to be decoded independently.

they are converted to integers using PseudoDecimal [38]; otherwise
ALP applies vectorized compression to the significant bits.

4.2.4 Lossy encoding. Lossy schemes [48, 59, 68] can further reduce
size when applications tolerate small errors. Because LiquidCache
caches the logical equivalent of Parquet files, we currently store only
lossless encodings. Users may, however, apply lossy compression
when generating the Parquet data itself.

LiquidCache encodes data at batch-size level (default to 8192).
This fine-grained encoding strategy enables better compression
ratios, as smaller integer arrays typically exhibit narrower value
ranges requiring fewer bits for encoding. LiquidCache adapts en-
coding parameters based on actual data characteristics rather than
pre-defined schema-level decisions, effectively decoupling logical
data representation from physical storage format.

4.3 Co-design with filter evaluation
The guiding principle is to avoid decoding work whenever possible:
(1) decode late by applying filters before materializing data, and
(2) decode light by evaluating predicates on encoded or partially
decoded values.

4.3.1 Selective decoding. Filter pushdown has two stages: (1) build
filter mask over predicate columns, and (2) build output over pro-
jection columns. Selectively decoding applies the filter mask from
stage 1 to selectively decode the projection columns where the
corresponding bit in the filter mask is true [67]. While selective
decoding has been applied to Parquet in many systems [18, 41], its
benefits are limited by Parquet’s page-based compression scheme.
As illustrated in Figure 5, even when the filter mask selects 3 out of
8 elements, a Parquet decoder must decode the entire page contain-
ing all 8 elements since it cannot decode individual elements within
a page. Therefore, selective decoding only benefits Parquet in cases
where entire pages can be skipped. In contrast, LiquidCache pushes
the selective decoding to its extreme, where an element is decoded
if and only if it passes the previous filters.

4.3.2 Late filter materialization. Late filter materialization takes
one step further by applying selective decoding to the filter evalua-
tion itself (i.e., stage 1). It targets scenarios with multiple chained
filters across different columns – a pattern commonly found in
analytical queries. Figure 6 illustrates late filter materialization in
action. In the eager approach without late filter materialization

Filter
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Decode Decode

Decode

Eag
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Late

Filter Filter

Filter Decode

Combine

Combine Filter

(Pa
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Figure 6: LiquidCache’s late filter materialization compared
to Parquet’s eager materialization – The first row shows the
filter evaluation process of Parquet, and the second row shows
LiquidCache. With two filter columns, Parquet eagerly materialize
both columns, while LiquidCache only materializes the first column
and use the filter mask to selectively decode the second column.

(first row), the system first decodes all filter columns, then evalu-
ates predicates on each column independently, and finally combines
the resulting boolean masks to determine which rows satisfy all
conditions. With late filter materialization enabled (second row),
the system processes columns sequentially – it decodes the first
filter column, evaluates its filter to produce a boolean mask, Then,
this mask is used to selectively decode only the qualifying elements
from the second filter column. This cascading process means each
subsequent column needs to decode progressively fewer elements
as more filters are applied. Late filter materialization reduces both
decoding work and filter evaluations by processing only data that
passed previous filters. LiquidCache leverages bit deposit oper-
ations [46] to accelerate the bit mask manipulations required for
late filter materialization.

4.3.3 Evaluate filters on encoded data. Filter operations can often
be performed directly on encoded data, eliminating decoding when
filter evaluation is encoding-aware. LiquidCache’s string encoding
preserves properties that enable these optimizations. For equality
predicates on string arrays, rather than decoding to find matches,
LiquidCache can encode the search target and perform comparisons
directly on the encoded representations, significantly improving
efficiency. Since LiquidCache uses dictionary encoding as the outer-
most layer for string arrays, the filter evaluation can operate solely
on dictionary values, eliminating the need to decode the values
array while also reducing the number of comparisons because the
value array of the dictionary has unique values.

4.3.4 Evaluate filters on partially encoded data. Not all filter opera-
tions can be evaluated on encoded data. Substring pattern matching,
for instance, requires access to the fully decoded strings. However,
LiquidCache’s cascading encoding strategy (Section 4.2) allows
decoding to proceed only as far as necessary for each filter type.
For example, decoding stops after dictionary values are available
for substring searches, avoiding the overhead of key decoding and
dictionary materialization. For prefix matching, only the initial
bytes of each string need to be decoded. In addition to file evalua-
tion, LiquidCache also transmits the partially encoded data (when
applicable) over the network to reduce the network traffic.
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Engineering challenges. Filter evaluation happens in the query
engine, while data decoding occurs in format-specific readers. This
separation creates a dependency challenge: readers need knowl-
edge of filter expressions to optimize decoding, which would need
to create reverse dependencies to the query engine (beyond the
forward dependency where query engines rely on readers). Liquid-
Cache avoids this complexity by unifying data representation and
filter evaluation in a single layer. By embedding an extensible query
engine in the cache server that supports all filter expressions, Liquid-
Cache can optimize decoding strategies specifically for each filter
type.

4.4 Efficient transcoding
When LiquidCache reads Parquet files from object storage, it must
transcode them into Liquid format to leverage the abovementioned
optimizations. While transcoding between formats incurs over-
head, LiquidCache employs several key techniques to make this
process highly efficient. This section examines three critical as-
pects of LiquidCache’s transcoding design: (1) on-demand fine-
grained transcoding that only converts data needed by queries, (2)
background transcoding that hides conversion costs, and (3) deep
integration with Parquet’s reading pipeline to minimize overhead.

4.4.1 On demand fine-grained transcoding. Transcoding data be-
tween formats is a well-established practice, commonly seen in ETL
(Extract-Transform-Load) pipelines that transform data between
formats through a dedicated transcoding service. Traditional full-
file transcoding is inefficient since, in most analytical workloads,
only a few columns are frequently accessed.

LiquidCache takes a more fine-grained approach by transcod-
ing data on-demand at column granularity. Only those columns
are transcoded into liquid format when a query requests specific
columns. This selective transcoding is further optimized through
predicate pushdown – LiquidCache only transcodes data batches
that pass filter predicates, avoiding unnecessary work on rows that
will be filtered out. While transcoding does incur an upfront cost,
it is a one-time investment that benefits all subsequent queries
accessing the same data. This aligns well with typical analytical
workload patterns where queries are highly repetitive [72], allowing
the transcoding cost to be amortized across many query executions.

4.4.2 Background transcoding. Rather than blocking query process-
ing while transcoding data from Arrow to Liquid format, Liquid-
Cache performs this conversion asynchronously in the background.
By intelligently scheduling transcoding during periods of lower
CPU utilization, LiquidCache maximizes resource efficiency while
minimizing impact on query performance. This background transcod-
ing approach takes advantage of several common patterns observed
in analytical workloads:

First, query execution frequently involves compute-intensive
operators like joins and aggregations, where compute nodes spend
significant time processing each batch of data before requesting the
next batch from the cache server. During these natural processing
gaps, LiquidCache can efficiently transcode data in the background
without impacting query latency.

Second, when the cache server experiences a miss and must
fetch data from object storage, the orders-of-magnitude slower

object store I/O allows the cache server to transcode previously
fetched batches while waiting for new data. This effectively hides
the transcoding cost behind unavoidable I/O latency.

Third, analytical systems typically exhibit spiky workload pat-
terns [72] requiring CPU over-provisioning to handle peak loads.
LiquidCache exploits these quieter periods to perform transcoding
work efficiently using otherwise idle CPU cycles.

4.4.3 Deep integration with Parquet reading. In addition to the de-
sign optimizations discussed above, LiquidCache also employs sev-
eral engineering optimizations that directly optimize the transcod-
ing process. LiquidCache rewrites the core of the Parquet reader
such that the decoding process is aware of a later transcoding. For
example, LiquidCache implements a new Arrow string represen-
tation called StringView, which allows LiquidCache to reuse the
Parquet decoding buffer as the string buffer for the dictionary en-
coding, which saves multiple memory copies for large string arrays.
Our StringView implementation has been upstreamed to Parquet
and is now the default string representation for DataFusion [31, 32].
As another example, LiquidCache reworked the Parquet decod-
ing pipeline such that it can reuse the decompression buffer for
both predicate evaluation and building output data – saving one
decompression step for the output data.

4.5 Discussion
Comparison with other modern data formats. Modern file
formats such as BtrBlocks [38], LanceDB [42], Nimble [54], and
Vortex [66] address some of the problems that LiquidCache tries to
address. These formats, like LiquidCache, combine various encod-
ings and compression algorithms, but require data sources to adopt
their specific format, breaking the ecosystem that Parquet took
years to build. Even minor updates to Parquet itself have histori-
cally taken years to be accepted and deployed across data systems.
A complete rewrite of the file format is likely slow to adopt and
fails to capture the rapid evolution of data systems. LiquidCache
instead focuses on efficient and non-intrusive transcoding, allowing
easy adoption by existing systems. Unlike existing formats focused
on standalone design, LiquidCache takes a holistic approach by
co-designing data representation with filter evaluation, delivering
superior end-to-end performance.
Ephemeral format vs persistent format. Rather than creating
another fixed file format that will eventually become outdated,
LiquidCache intentionally remains ephemeral and adaptable (hence
"Liquid"), eliminating the need for a stable specification that would
require agreed-upon changes in the ecosystem. This leverages the
unique position of Liquid’s data – only in the cache, and the cache
server is the only producer and consumer of Liquid data, allow-
ing LiquidCache to freely add or remove encodings without any
impact on the rest of the ecosystem. This approach is particularly
valuable given the rapid evolution of data systems over the past
decade, where new encoding/compression algorithms emerge ev-
ery year while ecosystems remain locked into an older format for
compatibility reasons [37].

5 EVALUATION
Our evaluation answers the following questions:
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• How does LiquidCache’s performance compare to state-of-the-
art caching designs in latency, network usage, CPU time, and
memory usage?

• How does Liquid format compare to established formats like
Arrow and Parquet?

• What overhead does Liquid transcoding introduce, and can Liquid-
Cache mask it from query latency?

• How well does LiquidCache handle diverse real-world analytical
workloads?

5.1 Implementation details
We implement LiquidCache on Apache DataFusion [41], a high-
performance analytical engine consistently ranking among top
performers for Parquet workloads [40]. Our implementation con-
sists of approximately 22k lines of Rust code, with an additional
5k lines contributed to upstream DataFusion, Arrow, and Parquet.
LiquidCache implements a physical optimizer rule that replaces
the Parquet reader with LiquidCache’s reader, enabling integration
with existing systems [11, 30, 35, 39, 42, 71] through minimal code
changes – typically under 10 lines.

5.2 Evaluation setup
We evaluate LiquidCache using ClickBench [19, 20], an industry-
standard analytical benchmark with 15GB (100M rows) of real-
world web analytics data. This benchmark includes many short,
selective queries typical of low-latency workloads. We focus on
queries with complex filter patterns and variable-length fields [61].

Table 1 details characteristics of our selected query subset: query
ID, columns projected, data size processed, filters applied, selectiv-
ity (percentage of rows passing filters), and data types. The queries
span diverse scenarios from single-column filters to complex multi-
column predicates, with selectivities ranging from highly selective
(<0.01%) to broad (13.2%), and data sizes from 0.2GB to 14.8GB.

Experiments run on CloudLab [25] 6525 machines with 16 cores
(32 threads) x86_64, 128GB RAM and SATA SSD, using 10Gbps
network to simulate typical cloud environments. We disabled TLS
encryption and used the default Arrow Flight without compression
to minimize overhead. Each query was executed five times, with
results averaged across the final three runs for warm-up. All la-
tency measurements represent end-to-end execution time from SQL
parsing to result retrieval. Unless otherwise specified, we report
LiquidCache benchmarks on fully transcoded format.

ID # Cols Size # Filters Selectivity Data Types
Q10 2 0.3 GB 1 2.0% String, Int
Q19 1 0.2 GB 1 <0.01% Int
Q20 0 (opt.) 2.7 GB 1 <0.01% String
Q21 2 3.0 GB 2 <0.01% String, Int
Q22 4 5.7 GB 3 0.02% String, Int
Q23 104 14.8 GB 1 <0.01% String, Int
Q31 5 1.5 GB 1 13.2% String, Int

Table 1: Characteristics of selected ClickBench queries – Each
query is described by its ID, number of columns projected, total data
size processed, number of filters applied, selectivity (percentage
of rows that pass the filters), and the data types involved. Q20
originally projects all 104 columns but is optimized to a simple
count after projection and aggregation pushdown.

5.3 Baseline implementations
We implement three representative baselines matching the caching
architecture in Section 2.1, representing key industry approaches:
file serving, Parquet filter pushdown, and Arrow filter pushdown.
LiquidCache: Our proposed cache system combines Parquet’s
memory efficiency with Arrow’s performance through its novel
Liquid encoding format, transcoding data on-the-fly to a represen-
tation tailored for filter evaluation.
Arrow (pushdown): A filter pushdown cache storing data in Ar-
row format rather than Parquet, eliminating Parquet decoding over-
head. It uses embedded DataFusion for filter evaluation, providing
fast data access at a higher memory cost than Parquet-based ap-
proaches.
Parquet (pushdown): A filter pushdown cache evaluating predi-
cates directly on cached Parquet files before network transfer. Like
Arrow (pushdown), it uses embedded DataFusion for filter eval-
uation, transferring matching records to the compute engine via
Arrow Flight. While reducing memory usage significantly, it incurs
CPU overhead from filter pushdown on Parquet.
Parquet (file server): The simplest disaggregated caching form,
serving Parquet files directly from a static file server in the same
cluster. This widely adopted approach requires only a basic HTTP
server with range request support. Despite easy deployment, it
lacks filter pushdown capabilities, necessitating full-column chunk
transfers regardless of query selectivity.

Other approaches exist between Arrow (pushdown) and Parquet
(pushdown), such as pushdown systems caching uncompressed (or
lightly compressed) Parquet data [13]. These systems fall between
the two extremes regarding memory consumption and compute
overhead and are not included here for space reasons.

5.4 Overall results
Our first experiment (Figure 7) compares LiquidCache with the
baselines on four important metrics: latency, network traffic, cache
CPU time, and cache memory usage. The x-axis shows the query
id as described in Table 1, and the y-axis shows the corresponding
metrics; lower is better.

5.4.1 Latency. Figure 7(a) shows Arrow (pushdown) and Liquid-
Cache perform similarly, both significantly outperforming Parquet
(pushdown) and Parquet (file server). Parquet (file server) consis-
tently shows worst performance, with latencies up to 13 seconds.
Parquet (pushdown) performs better but still reaches 2 seconds,
while LiquidCache andArrow (pushdown) never exceed 0.5 seconds.
LiquidCache achieves latency comparable to Arrow (pushdown)
on most queries but shows higher latency on Q20 and Q23, which
involve filters on large string columns requiring LiquidCache to de-
code data before applying filters, while Arrow (pushdown) applies
filters directly on in-memory Arrow data.

5.4.2 Network traffic. Figure 7(b) shows corresponding network
traffic on a logarithmic scale (lower is better).

The three pushdown-enabled systems (LiquidCache,Arrow (push-
down), and Parquet (pushdown)) exhibit similar network traffic
patterns since they transfer only records matching filter predicates.
LiquidCache achieves slightly lower traffic by transferring partially-
encoded data (e.g., dictionary-encoded Arrow) over the network. In
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Figure 7: ClickBench results comparing LiquidCache with three baselines (lower is better). Parquet (file server) is limited by
network traffic, Parquet (pushdown) by CPU usage, and Arrow (pushdown) by memory footprint; LiquidCache avoids all three bottlenecks.

contrast, Parquet (file server) transfers orders of magnitude more
data by sending entire unfiltered Parquet chunks. This gap is par-
ticularly pronounced for highly selective queries (Q19-Q23), where
pushdown systems transfer only small fractions of records. The
difference narrows for less selective queries (Q10, Q31), where most
data passes filters. Excessive network traffic saturates bandwidth
and incurs substantial CPU overhead in cache and compute nodes’
network stacks for packet processing.

5.4.3 CPU time on cache server. Cache servers with limited CPU
power struggle with computationally intensive Parquet decoding,
as noted in Section 2.4. We instrumented our implementation to
measure CPU time consumed by pushdown operations, including
decompression/decoding and filter/aggregation evaluation.

Figure 7(c) compares the total CPU core time consumed by each
system on the cache server. Parquet (pushdown) spends signif-
icantly more CPU time than other baselines since it must fully
decode Parquet data on the cache server. In contrast, Parquet (file
server) uses minimal CPU, simply serving files without processing.
Among pushdown-supporting systems, Arrow (pushdown) is most
efficient since it operates directly on in-memory data without de-
coding. LiquidCache achieves comparable CPU efficiency to Arrow
(pushdown) despite working with compressed data. This efficiency
stems from Liquid’s faster decoding scheme (Figure 10) and Liquid-
Cache’s ability to skip unnecessary decoding through tight filter
pushdown integration (Figure 13).

5.4.4 Cache memory consumption. We analyze cache memory us-
age across different queries. For fair comparison, each experiment
begins with an empty cache and reports memory used for caching,
excluding runtime data structures.

As shown in Figure 7(d), Arrow (pushdown) has the highest
memory usage, while LiquidCache maintains a memory footprint
comparable to Parquet. For Query 23 alone, Arrow consumes more
than 30 GB of cache memory. Parquet variants (pushdown and
file server) show identical memory usage as they cache the same
compressed Parquet data. LiquidCache achieves comparable or
better memory efficiency than Parquet, thanks to its advanced
cascading encoding scheme. Despite its high compression ratio,

LiquidCache preserves random access capabilities to individual
data elements, as demonstrated in Figure 10.

5.5 TPC-H results
Although LiquidCache targets short, selective queries, we also
benchmark TPC-H to evaluate larger-than-memory workloads. We
run the scan-heavy queries (Q4,6,11,12,14,15,16,20) at scale factor
100, totaling 100 GB data, with only 24GB max system memory,
including 8GB cache and 16GB for runtime data structures (e.g.,
join hash tables). We additionally compare to Apache ORC [10].
Converting the dataset using the same Snappy compression yields
a slightly better ratio for ORC (32%) than Parquet (34%), confirming
prior observations [49, 79].
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Figure 8: TPC-H SF100 (100GB data) with 8GB cache. Data
size indicates query scan size, excluding runtime structures.
Arrow is best when data fits in cache and worst otherwise. Parquet
outperforms ORC due to better query engine integration. Liquid
consistently delivers the best performance when the input does not
fit in the cache.

Figure 8 shows the TPC-H SF100 results benchmarked with
8GB data cache, the y-axis shows the query latency, and data sizes
indicate the corresponding query’s data size, excluding runtime
structures. Queries have varying data sizes, from 2.3GB to 41.7GB.
When the data size fits in cache, Arrow performs the best (similar
to Liquid) and performs the worst otherwise. Although Parquet and
ORC have similar compression ratio, Parquet generally outperforms
ORC by a large margin due to its better query engine integration
– both DataFusion and DuckDB best support Parquet while the
former has minimal ORC support and the latter has no ORC support
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– highlighting the importance of query engine and data format co-
design. Liquid consistently performs the best, thanks to its efficient
encoding that reduces data size and filter-aware decoding that skips
unnecessary decoding and file reads.

These results highlight a key limitation of Arrow (pushdown)
for disaggregated caching: Its substantial memory requirements
make it prohibitively expensive to deploy at scale on cache servers.
In contrast, LiquidCache’s memory footprint closely matches Par-
quet’s efficiency while providing efficient filter evaluation, enabling
a practical transition from Parquet-based to Liquid-based caching
without increasing memory costs.

5.6 Decoding revisited

0 1 2 3 4 5 6 7 8
Time (s)

Theoretical
optimal

Arrow
(pushdown)

LiquidCache

Parquet
(pushdown)

27s27s

Filter eval Decode Memory stall

Figure 9: Decomposed CPU time spent on cache server for
ClickBench Q22. LiquidCache spends similar total time as Arrow
(pushdown), but primarily on decoding compressed data, while
Arrow (pushdown) suffers from memory stalls due to scanning 4×
more uncompressed data.

We revisit LiquidCache’s decoding time and how it compares
to the theoretical optimal. We sampled the cache server execution
and categorized time into: filter evaluation, decoding, and memory
stall. Filter evaluation represents the useful time spent evaluating
the filter. Decoding is the time spent converting data to Arrow
format for vectorized execution. Memory stall is time spent waiting
for data to be ready for CPU execution, including cache misses,
memory allocation/copying for filtering, etc.

As shown in Figure 9, LiquidCache significantly reduces overall
CPU time from 27s to 2.7s, reaching a similar overall time as Ar-
row (pushdown). While LiquidCache and Arrow (pushdown) spend
comparable total execution time, they exhibit markedly different
performance characteristics. LiquidCache dedicates most process-
ing time to efficiently decoding compressed data. Thanks to its
filter-pushdown co-design (Section 5.9), it only decodes the subset
of data that passes filters. In contrast, Arrow (pushdown) experi-
ences significant memory stalls due to operating on uncompressed
data that is 4× larger. Both systems achieve similar filter evalua-
tion times, approaching the theoretical optimum – which would
evaluate all filters directly on encoded data, eliminating decoding
overhead while maintaining a compact memory footprint.

5.7 Transcoding cost
Instead of requiring all data sources to produce Liquid-encoded
data, LiquidCache progressively transcodes upstream Parquet data
into Liquid on the fly, facilitating integration into existing systems.
This section analyzes direct transcoding costs among Liquid’s dif-
ferent data representations, then demonstrates how LiquidCache
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Figure 10: Memory usage and transcoding cost of “Title” col-
umn of the ClickBench – the largest column in the dataset.
The bar height indicates the encoded data size, arrows denote
transcoding time. Parquet only allows page-level access, while the
rest of the encodings permit random element access.

effectively hides these costs from the critical query execution path
through background processing.

Figure 10 presents a detailed analysis using the "Title" column
from ClickBench – the dataset’s largest column. The figure shows
memory consumption (y-axis) for different encoding formats (x-
axis), with arrows indicating transcoding times between formats.
While Parquet restricts access to page-level granularity, all other
encodings support random access to individual elements. Our eval-
uation reveals several key findings:
• Liquid’s fully encoded format achieves compression ratios com-

parable to Parquet while preserving random access capabilities
• Encoding Liquid takes similar time as encoding Parquet, but

decoding Liquid is over 2× faster than decoding Parquet.
• Dictionary encoding provides significant compression (>2×),

matching the compression gains from Liquid (BitPacking) to
full Liquid, but with 4× longer encoding time

• BitPacking provides a further 6% compression and encodes more
than 300× faster than dictionary encoding
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Figure 11: LiquidCache’s latency andmemory usage on Q21 –
LiquidCache gradually transcodes Arrow into Liquid in background,
avoiding latency spikes on the critical path of query processing.

We analyze how LiquidCache handles transcoding costs during
query execution using Q21 from ClickBench as a case study. This
query contains multiple complex filters and demonstrates typical
transcoding patterns observed across other queries. We restrict
background processing to only four threads to simulate realistic
cache server conditions with limited CPU resources. Real systems
can use all idle cores for transcoding when under-loaded – a typical
pattern in cloud analytical systems [72].
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Figure 11 illustrates the relationship between transcoding progress,
memory usage, and query latency for both LiquidCache and Arrow
(pushdown). The x-axis represents time elapsed since transcoding
begins, while the left and right y-axes show memory consumption
and query latency, respectively. The shaded area represents the
difference between LiquidCache and Arrow (pushdown).

On cache misses, LiquidCache first decodes Parquet data into
Arrow format, then queues Arrow-to-Liquid transcoding as a back-
ground task while immediately proceeding with query execution.
As background transcoding progresses, memory usage steadily
decreases, achieving a 4× reduction compared to Arrow format,
while query latency increases by only 20%. As discussed in Sec-
tion 4.4, LiquidCache’s design ensures transcoding never blocks
the critical query execution path, as queries can operate on any
intermediate data without waiting for transcoding to complete. The
near-identical initial query performance between LiquidCache and
Arrow (pushdown) confirms this non-blocking behavior.

5.8 Cold run latency
We analyze how LiquidCache’s transcoding process affects query
latency, particularly during initial execution when transcoding
occurs concurrently with query processing.

Figure 12 compares execution latency between LiquidCache and
baseline Parquet across different storage devices. The left region
displays cold run latency, while the right shows stabilized warm run
latency. Storage devices range from remote (S3-far: cross-continent
us-west to eu-central) to local (Memory: kernel page cache). Inter-
mediate options include S3/S3-express (nearest region: Nevada to
Oregon), MinIO (same cluster), and SSD (locally attached storage).
The y-axis shows latency with a horizontal line indicating transcod-
ing time. LiquidCache (blocking) disables background transcoding,
sequentially processing one batch at a time.

For slow storage (non-memory devices), execution is IO-bounded,
allowing LiquidCache to overlap IO stalls with CPU-intensive
transcoding. Transcoding time remains negligible compared to IO
time, sometimes even smaller than network variance. With back-
ground transcoding, LiquidCache achieves near-identical latency
to direct Parquet reads.

Transcoding overhead becomes visible when storage throughput
exceeds transcoding throughput. Reading from the kernel page
cache shows transcoding time exceeding total execution time. How-
ever, for typical LiquidCache deployments with network-attached
storage, IO time dominates transcoding overhead and wastes oth-
erwise idling CPU.

5.9 Ablation study
We analyze how each decoding optimization described in Section 4.3
contributes to overall performance. Using the same experimental
setup, we selectively enable optimizations one at a time to measure
their impact.

"Liquid fully decoded" decodes entire arrays into Arrow format
even when accessing single elements - a coarser granularity than
Parquet’s page-level decoding (Figure 13). It outperforms Parquet
(pushdown) on single-filter queries like Q20, where full-column
decoding is necessary because Liquid data decodes faster than
Parquet (Figure 10). Selective decoding provides significant benefits
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Figure 12: Impact of transcoding overhead. Baseline Par-
quet reads directly from files. LiquidCache (blocking) con-
verts one batch at a time, whereas LiquidCache overlaps
transcoding with I/O. Storage devices: S3-far (cross-continent),
S3/S3-express (nearest region), MinIO (same cluster), SSD (local),
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Figure 13: Ablation study of LiquidCache’s decoding opti-
mizations vs Parquet (pushdown) as the baseline.

when constructing output data using filter evaluation masks to
decode only relevant data. This is particularly effective for queries
with selective filters (e.g., Q21, Q23). However, even for selective
queries like Q22, it sees limited benefit as they are bottlenecked
by the filter evaluation phase, highlighting the importance of late
filter materialization.

Parquet Full +Selective +Late +Eval on
(pushdown) decode decode material. encoded

34.1s 19.3s 13.1s (-32%) 5.0s (-61%) 0.4 s (-91%)
Table 2: Ablation study based on a variation of Q22. Eval on
encoded data shows more than 98% improvement over baseline
Parquet (pushdown).

Filtering directly on encoded data requires filter expressions to
be compatible with the encoding scheme (e.g., equality filters on
strings). While this optimization shows modest benefits in our eval-
uation, we demonstrate its potential impact through an additional
experiment on a variation of Q22 with compatible predicates on
large columns. As shown in Table 2, this achieves an 11× improve-
ment over late filter materialization alone, suggesting significant
performance gains when applying this technique to larger columns.

5.10 Cache dynamics
We evaluate LiquidCache’s cache reuse behavior across different
filter patterns and cache management operations. Using a synthetic
workloadwith identical string columnsA and B, wemeasure latency
from a cold cache with data stored on a local SSD.
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Operation Lat (ms)

1. A = Madison 5909
2. A = Utah 10
3. A > Madison 236
4. Flush cache to disk
5. A ≠ Utah 374

Operation Lat (ms)

6. B = Madison 5648
7. A like ‘%Utah%’ & B ≠ Utah 266
8. A = Utah 20
9. Delete cache
10. A = Utah | B = Madison 10910

Table 3: LiquidCache latency following different operations.
Operations are executed in the order of the table. The bolded
filters can not be evaluated on encoded data and must be
decoded first.

Table 3 demonstrates LiquidCache’s cache behavior across dif-
ferent operations. Operation 1 represents a cache miss requiring
SSD data loading and Liquid transcoding. Operation 2 hits cache
despite different filters, enabling encoded data evaluation without
decoding. Operation 3 introduces a new filter type requiring prior
decoding. After disk flush, operation 5 loads data in Liquid format,
allowing encoded evaluation. Operation 6 loads a new column with
latency similar to operation 1. Operation 10 loads and transcodes
both columns A and B following their deletion.

LiquidCache only transcodes once, and all filter operations can
be applied on the transcoded data with efficient filter evaluation.
New data can be loaded to the cache, and old transcoded data can
be flushed to disk without losing the transcoding progress.

5.11 Cases for non-pushdown
Pushdown transfers filtered but uncompressed data over the net-
work, which can exceed the compressed unfiltered data size when
filters are non-selective. Theoretically, pushdown benefits require
filter selectivity below the data compression ratio. While this con-
dition typically holds, some workloads violate it. ClickBench Q27
demonstrates this case with 99% filter selectivity and 31% compres-
sion ratio, where LiquidCache performs 3× slower than Parquet
(file server). Adaptive pushdown could address this by dynamically
deciding filter pushdown based on cardinality estimation, which
we leave for future work.

6 RELATEDWORK
Data Lakehouse. Modern data analytics have shifted from on-
premise to cloud-native Lakehouse architectures [12, 13, 56], where
data is stored in object storage using open direct-access formats like
Parquet rather than proprietary engine-specific formats. While this
architectural shift enables greater flexibility and interoperability, it
creates new challenges for modern query engines [15, 40, 58, 60]
that must efficiently process remote Parquet data. LiquidCache
is an important component in Lakehouse architecture that allows
query engines to efficiently evaluate filters on Parquet data with low
latency by sending the filtered data to the query engine, reducing
CPU and network costs.
Modern encoding and columnar file formats. Since the initial
release of Parquet in 2013 [73], many new encoding schemes [1, 2,
17, 38, 43, 45, 47] have been proposed to improve its compression
and decoding efficiency. However, introducing these new encoding
schemes to Parquet would break backward compatibility, and the
ecosystem has effectively locked in [37] to aminimal set of encoding
schemes that are well-supported by major query engines.

File formats like Vortex [66], Nimble [54], and BtrBlocks [38]
have been proposed to replace Parquet, even Parquet itself is evolv-
ing to modernize [9]. However, adopting these new formats re-
mains slow due to the same compatibility concerns. Learning from
these lessons, LiquidCache takes a pragmatic approach by non-
intrusively and progressively transcoding Parquet data into a format
tailored for query engine needs, while maintaining compatibility
with existing systems.
Resource disaggregation The disaggregation of compute and
storage has proven highly successful in modern cloud platforms [6,
22, 35, 74]. Building on this success, researchers and industry have
been exploring ways to disaggregate further compute and memory
resources. Several systems like LegoOS [64], TPP [52], FaRM [24],
AIFM [62], Pond [44], Redy [80], and Hao et al. [33] have inves-
tigated various software architectures for disaggregated memory
systems. However, these approaches typically rely on specialized
hardware such as RDMA or CXL to achieve the high network band-
width required for effective memory disaggregation. LiquidCache
takes a different approach. Rather than physically separating DRAM
from compute resources, it implements a logical disaggregation of
software components. By decoupling the memory-intensive cache
from CPU-intensive compute, LiquidCache enables independent
scaling of these components while maintaining high performance
without requiring specialized hardware.

7 FUTUREWORK
LiquidCache is a first step toward a fully disaggregated caching
architecture. Several extensions remain:
Substrait query plans. LiquidCache currently relies on DataFu-
sion’s internal plan format. Supporting the Substrait would allow
Spark and DuckDB to share the same cache.
More efficient cache memory management. LiquidCache uses
a simple LRU policy today, but prior work shows that conventional
policies perform poorly for analytical workloads [14, 57].
Support for additional pushdown. Beyond projection, filtering,
and simple aggregation, future versions could push down joins or
employ sideways information passing to reduce traffic further.
Optimizing non-selective filters. For highly non-selective pred-
icates, pushing filters down can increase network traffic. Future
work could dynamically decide whether to push down filters based
on cardinality estimates.

8 CONCLUSION
This paper presents LiquidCache, the first practical disaggregated
cache system that achieves low network traffic, low CPU usage,
and low memory consumption. LiquidCache is based on the key
observation that data decoding – not filter evaluation – is the bot-
tleneck in filter pushdown. LiquidCache addresses this issue by
co-designing the Liquid format with filter pushdown semantics to
reduce data decoding overhead dramatically. Rather than requiring
existing systems to migrate their data, LiquidCache transparently
and incrementally transcodes Parquet data into its optimized format.
Our comprehensive evaluation on ClickBench demonstrates that
LiquidCache delivers 10x lower CPU usage than state-of-the-art
systems without increasing memory usage.
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